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Abstract—Code clones are defined to be the exactly or nearly similar code fragments in a software system's code-base. The existing clone related studies reveal that code clones are likely to introduce bugs and inconsistencies in the code-base. However, although there are different types of clones, it is still unknown which types of clones have a higher likelihood of introducing bugs to the software systems and so, should be considered more important for managing with techniques such as refactoring or tracking. With this focus, we performed a study that compared the bug-proneness of the major clone-types: Type 1, Type 2, and Type 3. According to our experimental results on thousands of revisions of seven diverse subject systems, Type 3 clones exhibit the highest bug-proneness among the three clone-types. The bug-proneness of Type 1 clones is the lowest. Also, Type 3 clones have the highest likelihood of being co-changed consistently while experiencing bug-fixing changes. Moreover, the Type 3 clones that experience bug-fixes have a higher possibility of evolving following a Similarity Preserving Change Pattern (SPCP) compared to the bug-fix clones of the other two clone-types. From the experimental results it is clear that Type 3 clones should be given a higher priority than the other two clone-types when making clone management decisions. We believe that our study provides useful implications for ranking clones for refactoring and tracking.

I. INTRODUCTION

Code cloning is a common yet controversial software engineering practice which is often employed by programmers during software development and maintenance for repeating common functionalities. Cloning refers to the task of copying a code fragment from one place of a code-base and pasting it to some other places with or without modifications [42]. The original code fragment (i.e., the code fragment from which the copies were made) and the pasted code fragments become clones of one another. Two exactly or nearly similar code fragments form a clone pair. A group of similar code fragments forms a clone class.

Code clones are of great importance from the perspectives of software maintenance and evolution. A great many studies [1], [2], [9]–[11], [13], [15], [17], [19]–[22], [24], [25], [35], [36], [48], [50] have already been conducted on the impacts of clones on the evolution and maintenance of software systems. While some of these studies [1], [10], [11], [17], [19]–[21] identify some positive impacts of code clones, a number of studies [2], [9], [13], [15], [22], [24], [25], [35], [36], [48] have shown empirical evidence of strong negative impacts of code clones such as hidden bug propagation [22], late propagation [2], unintentional inconsistencies [2], [9], and high instability [36]. Because of these negative impacts, code clones are considered to be the number one bad smell in a software system’s code-base.

According to a number of studies [2], [4], [9], [12], [13], [22], [23], [48], [53], code clones are directly related to bugs and inconsistencies in a software system. However, although there are different types of code clones, none of the existing studies investigate the comparative bug-proneness of these different clone-types. Such an investigation is important because it can help us identify which type(s) of clones have the highest tendency of exhibiting bug-proneness and thus, should be considered to be the most important ones for management such as refactoring and tracking. Focusing on this issue in this research work we investigate the comparative bug-proneness of the major types of code clones: Type 1, Type 2, and Type 3 (defined in Section II). In particular, we answer four important research questions listed in Table I. According to our in-depth investigation on thousands of revisions of seven diverse subject systems written in two different programming languages (C and Java) we can state that:

(1) Type 3 clones have a higher bug-proneness compared to Type 1 and Type 2 clones. The bug-proneness of Type 1 clones is the lowest among the three clone-types. Our statistical significance tests show that Type 3 clones have a significantly higher bug-proneness than Type 1 clones.

(2) Type 3 clones have the highest likelihood of being co-changed (i.e., getting changed together) consistently among the three clone-types when changed to fix a bug.

(3) Type 3 bug-fix clones have the highest possibility of evolving following a Similarity Preserving Change Pattern called SPCP. According to our previous studies [33], [34], SPCP clones (i.e., clones that evolve following a Similarity Preserving Change Pattern) are the most important ones to consider for clone management.

Our experimental results imply that Type 3 clones should be given a higher priority than the other two clone-types when making clone management decisions (such as clone refactoring, or tracking) and our findings (points 2 and 3 above) can be used to rank code clones during clone management. In our previous studies [33], [34] we detected and ranked SPCP clones for refactoring and tracking on the basis of their co-change tendencies. However, we should also consider their bug-proneness. Our implemented prototype tool is capable of automatically detecting SPCP clones that exhibited bug-proneness during evolution. Thus, it can help us rank clones considering their bug-proneness too.
The rest of the paper is organized as follows: Section II describes the terminology, Section III discusses the experimental steps, Section IV answers the research questions by presenting and analyzing the experimental results, Section V mentions the possible threats to validity, Section VI discusses the related work, and finally, Section VII concludes the paper by mentioning possible future work.

II. TERMINOLOGY

Types of clones. We conduct our experiment considering both exact (Type 1) and near-miss clones (Type 2 and Type 3 clones). As is defined in the literature [42], [43], if two or more code fragments in a particular code-base are exactly the same disregarding the comments and indentations, these code fragments are called exact clones or Type 1 clones of one another. Type 2 clones are syntactically similar code fragments. In general, Type 2 clones are created from Type 1 clones because of renaming identifiers or changing data types. Type 3 clones are mainly created because of additions, deletions, or modifications of lines in Type 1 or Type 2 clones.

Similarity Preserving Change Pattern (SPCP). In our previous studies [33], [34] we showed that the code clones that evolve following a Similarity Preserving Change Pattern (SPCP) are the most important ones for refactoring or tracking. A Similarity Preserving Change Pattern consists of a Similarity Preserving Change and/or a Re-synchronizing Change.

Similarity Preserving Change. Let us consider two code fragments that are clones of each other in a particular revision of a subject system. A commit operation was applied to this revision, and any one or both of these code fragments (i.e., clone fragments) received some changes. However, in the next revision (created because of the commit operation) if these two code fragments are again considered clones of each other (i.e., the code fragments preserve their similarity), then we say that the code fragments received a Similarity Preserving Change in the commit operation.

Re-synchronizing Change. A re-synchronizing change consists of a diverging change followed by a converging change. Let us consider two code fragments that are clones of each other in a particular revision. A commit operation $C_i$ was applied to this revision, and any one or both of the fragments received some changes in such a way that the code fragments were not considered clones of each other in the next revision. We say that the code fragments experienced a diverging change. However, in a later commit operation $C_{i+n} (n \geq 1)$ any one or both of the code fragments received some changes, and because of these changes the code fragments again became clones of each other. We say that the code fragments experienced a converging change in commit $C_{i+n}$.

A diverging change followed by a converging change is termed a re-synchronizing change.

III. EXPERIMENTAL STEPS

We perform our investigation on seven subject systems (Table II) downloaded from an on-line SVN repository [39].

A. Preliminary Steps

We perform the following preliminary steps before analyzing bug-proneness: (1) Extraction of all revisions (as mentioned in Table II) of each of the subject systems from the online SVN repository; (2) Method detection and extraction from each of the revisions using CTAGS [6]; (3) Detection and extraction of code clones from each revision by applying the NiCad [5] clone detector; (4) Detection of changes between every two consecutive revisions using diff; (5) Locating these changes to the already detected methods as well as clones of the corresponding revisions; (6) Locating the code clones detected from each revision to the methods of that revision; (7) Detection of method genealogies considering all revisions using the technique proposed by Lozano and Wermelinger [25]; (8) Detection of clone genealogies by identifying the propagation of each clone fragment through a method genealogy; and (9) Detection of SPCP clone fragments by analyzing clone change patterns. For completing these steps we use the tool SPCP-Miner [30]. For the details of these steps we refer the interested readers to our earlier work [32].

We use NiCad [5] for detecting clones because it can detect all major types (Type 1, Type 2, and Type 3) of clones with high precision and recall [45], [46]. Using NiCad we detect block clones including both exact (Type 1) and near-miss (Type 2, Type 3) clones of a minimum size of 10 LOC with 20% dissimilarity threshold and blind renaming of identifiers. These settings are explained in detail in our earlier work [32].

For different settings of a clone detector the clone detection results can be different and thus, the findings regarding the bug-proneness of code clones can also be different. Thus, selection of reasonable settings (i.e., detection parameters) is important. We used the mentioned settings in our research, because in a recent study [49] Svajlenko and Roy show that these settings provide us with better clone detection results in terms of both precision and recall.

Clone Genealogies of Different Clone-Types. SPCP-Miner [30] detects clone genealogies considering each clone-type (Type 1, Type 2, and Type 3) separately. Considering a
particular clone-type it first detects all the clone fragments of that particular type from each of the revisions of the candidate system. Then, it performs origin analysis of these detected clone fragments and builds the genealogies. Thus, all the instances in a particular clone genealogy are of a particular clone-type. An instance is a shot of a clone fragment in a particular revision. A detailed elaboration of the genealogy detection approach is presented in our previous study [33]. As we obtain three separate sets of clone genealogies for three different clone-types, we can easily determine and compare the bug-proneness of these clone-types.

**Tackling Clone-Mutations.** Xie et al. [53] found that mutations of the clone fragments (i.e., a particular clone fragment may change its type) might occur during evolution. If a particular clone fragment is considered of a different clone-type during different periods of evolution, SPCP-Miner extracts a separate clone-genealogy for this fragment for each of these periods. Thus, even with the occurrences of clone-mutations, we can clearly distinguish which bugs were experienced by which clone-types.

**B. Bug-proneness Detection Technique**

For a particular candidate system, we first retrieve the commit messages by applying the ‘SVN log’ command. A commit message describes the purpose of the corresponding commit operation. We automatically infer the commit messages using the heuristic proposed by Mockus and Votta [29] in order to identify those commits that occurred for the purpose of fixing bugs. Then we identify which of these bug-fix commits make changes to clone fragments. If one or more clone fragments are modified in a particular bug-fix commit, then it is an implication that the modification of those clone fragment(s) was necessary for fixing the corresponding bug. In other words, the clone fragment(s) are related to the bug. In this way we examine the commit operations of a candidate system, analyze the commit messages to retrieve the bug-fix commits, and identify those clone fragments that are related to the bug-fix. We also determine the number of changes that occurred to such a clone fragment in a bug-fix commit using the UNIX `diff` command. For the details of change detection we refer the interested readers to our earlier work [32].

The way we detect the bug-fix commits was also previously followed by Barbour et al. [2]. Barbour et al. [2] detected bug-fix commits in order to investigate whether late propagation in clones is related to bugs. They at first identified the occurrences of late propagations and then analyzed whether the clone fragments that experienced late propagations are related to bug-fix. In our study we detect bug-fix commits in the same way as they detected, however, our study is not limited to the late propagation clones only. We investigate the bug-proneness of all clone fragments in a software system. Also, Barbour et al. [2] did not investigate Type 3 clones in their study. We consider Type 3 clones in our bug-proneness analysis. Moreover, we compare the bug-proneness of different types of code clones from different perspectives. None of the existing studies do such comparisons.

**IV. EXPERIMENTAL RESULTS AND ANALYSIS**

We present and analyze our experimental results in the following subsections in order to answer the research questions mentioned in Table I.

**RQ 1: Which clone types have a higher possibility of experiencing bug fixing changes?**

**Rationale.** It is important to know which types of clones have a higher probability of experiencing bug-fix changes compared to the others. The code clones exhibiting higher bug-proneness should be given higher priorities when making clone management decisions (such as refactoring and tracking). Refactoring or tracking of such clone fragments (i.e., highly bug-prone clones) could help us minimize the probability of the occurrences of bugs or inconsistencies in these fragments in the future. In a previous study [36] we found Type 1 and Type 2 clones to be more unstable (i.e., change-prone) than Type 3 clones. However, there is no empirical study on the correlation between change-proneness and bug-proneness of code clones. Thus, we should not infer the bug-proneness of clone types from their change-proneness. A comparative study on the bug-proneness of different types of code clones is important. We perform our investigations for answering *RQ 1* in the following two ways.

- **Investigation 1:** Investigation regarding the proportion of bug-fix changes experienced by the code clones.
- **Investigation 2:** Investigation regarding the proportion of code clones experiencing bug-fix changes.

**Investigation 1. Investigating what proportion of the changes that occurred to the clone fragments of different clone-types are related to a bug-fix.**

Considering the code clones of a particular clone-type of a particular subject system, we first determine how many changes occurred to the code clones during the period of evolution (consisting of the revisions mentioned in Table II). Then we identify which of these changes were related to a bug-fix. Finally, we calculate the percentage of changes related to a bug-fix considering each clone-type of each of the candidate systems using the following equation.

\[
PCB = \frac{NBC \times 100}{TNC}
\]

$TNC$ is the total number of changes that occurred to the code clones of a particular clone type of a particular subject system, $NBC$ is the number of bug-fix changes that occurred to those code clones, and lastly, $PCB$ denotes the percentage of changes related to a bug-fix with respect to all the changes ($TNC$) that occurred to those code clones. Table III shows the $TNC$ and $PCB$ for each clone-type of each of the subject systems. We also plot the percentages ($PCB$) in the graph of Fig. 1 to get a visual understanding regarding their comparison.

From Fig. 1 we see that for six out of seven subject systems (i.e., except Camellia) the percentage of bug-fix changes is the lowest for the Type 1 case. For four systems (Ctags, Camellia, Freecol, and Carol) the percentage regarding the Type 3 case is the highest among the three cases (Type 1, Type 2, and Type 3). For the remaining three systems, the
percentages regarding the Type 2 case is the highest. The figure also shows the overall percentages (i.e., measured over all the subject systems) for the three clone-types. We see that the percentage of bug-fix changes is the highest in Type 3 case. The overall percentages regarding the other two cases (Type 1, and Type 2) are almost the same. We calculate the overall percentages using the following equation.

\[
OP_{Type \, i} = \frac{100 \times \sum_{for \, all \, systems} NBC_{Type \, i}}{\sum_{for \, all \, systems} TNC_{Type \, i}} \tag{2}
\]

\(OP_{Type \, i}\) is the overall percentage of bug-fix changes occurred to the Type \(i\) clones. \(NBC_{Type \, i}\) is the number of bug-fix changes to the Type \(i\) clones of a particular subject system. \(TNC_{Type \, i}\) is the total number of changes that occurred to the Type \(i\) clones of a subject system.

**Investigation 2. Investigating what proportion of the clone fragments in different clone-types are related to bug-fix changes?**

We mentioned (in Section III) that we determine the genealogies of the detected clone fragments. Considering each clone-type of each of the subject systems we determine how many clone genealogies were created during the evolution and how many of these experienced a bug-fix. From these two values we determine the percentage of clone genealogies that experienced bug-fixing changes using a similar equation to Eq. 1. Table IV shows the total number of clone genealogies (the column TNC) as well as the percentage of bug-fix clone genealogies (the column PCGB) for each clone-type of each of the candidate systems. We also plot the percentages (PCGB) in the graph of Fig. 2 for easily understanding the comparison of bug-proneness among the three clone-types. The figure also shows the overall percentages of clone genealogies related bug-fix for each clone-type. Overall percentages were calculated using a similar equation to Eq. 2.

From Fig. 2 we see that for all of the subject systems except Jabref, the percentage of clones related to bug-fix is the highest in the Type 3 case. Also, the percentage of bug-fix clones is the lowest in the Type 1 case for most of the systems except Ctags, and Camellia. The overall percentages of the bug-fix clones in the three clone-types provide such implications. Finally, the graph in Fig. 2 implies that Type 3 clones generally have a much higher tendency of experiencing bug-fixing changes compared to the clone fragments of the other two clone-types.

**Statistical Significance Tests.** We were also interested to investigate whether Type 3 clones have a significantly higher tendency of experiencing bug-fixing changes compared to the clones of the other two types. We performed Mann-Whitney-Wilcoxon (MWW) tests [27] considering the percentages of the bug-fix clone genealogies of the three cases (Type 1, Type 2, and Type 3) as recorded in Table IV. We first determine whether the percentages regarding the Type 3 case are significantly higher than those of the Type 1 case. Our MWW test result implies that the percentages regarding Type 3 case are significantly higher than the percentages regarding Type 1 case with a p-value of 0.026 (for two tailed test) which is less than 0.05. However, we observe that the percentages for the Type 3 case are not significantly higher than those of the Type 2 case. The MWW test is non-parametric and does not require the samples to be normally distributed [26]. This test can be applied to both small and large sample sizes [38]. In our research, we perform this test considering a significance level of 5%. Finally, it appears that the percentage of Type 3 clones that experience bug-fixing changes is significantly higher than the percentage of bug-fix clones in the Type 1 case.

### Table III: Percentage of Changes related to Bug-fix

<table>
<thead>
<tr>
<th>Systems</th>
<th>Type 1</th>
<th>Type 2</th>
<th>Type 3</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>TNC</td>
<td>PCB</td>
<td>TNC</td>
</tr>
<tr>
<td>Ctags</td>
<td>40</td>
<td>10%</td>
<td>84</td>
</tr>
<tr>
<td>Camellia</td>
<td>21</td>
<td>9.52%</td>
<td>20</td>
</tr>
<tr>
<td>BRL-Cad</td>
<td>322</td>
<td>0.93%</td>
<td>41</td>
</tr>
<tr>
<td>Freecol</td>
<td>134</td>
<td>20.89%</td>
<td>126</td>
</tr>
<tr>
<td>jEdit</td>
<td>1594</td>
<td>25.91%</td>
<td>145</td>
</tr>
<tr>
<td>Carol</td>
<td>245</td>
<td>14.69%</td>
<td>279</td>
</tr>
<tr>
<td>Jabref</td>
<td>304</td>
<td>4.27%</td>
<td>244</td>
</tr>
</tbody>
</table>

**TNCG** = Total Number of Changes that occurred to the Clones

**PCB** = Percentage of Changes related to a Bug-fix.

![Graph of Fig. 1](image1)

**Fig. 1.** Comparison regarding the percentage of bug-fix changes that occurred to the clone fragments.

### Table IV: Percentage of Clones related to Bug-fix

<table>
<thead>
<tr>
<th>Systems</th>
<th>Type 1</th>
<th>Type 2</th>
<th>Type 3</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>TNC</td>
<td>PCGB</td>
<td>TNC</td>
</tr>
<tr>
<td>Ctags</td>
<td>52</td>
<td>7.69%</td>
<td>88</td>
</tr>
<tr>
<td>Camellia</td>
<td>300</td>
<td>0.67%</td>
<td>48</td>
</tr>
<tr>
<td>BRL-Cad</td>
<td>136</td>
<td>2.2%</td>
<td>28</td>
</tr>
<tr>
<td>Freecol</td>
<td>239</td>
<td>5.86%</td>
<td>162</td>
</tr>
<tr>
<td>jEdit</td>
<td>7398</td>
<td>0.99%</td>
<td>399</td>
</tr>
<tr>
<td>Carol</td>
<td>415</td>
<td>7.47%</td>
<td>211</td>
</tr>
<tr>
<td>Jabref</td>
<td>483</td>
<td>1.66%</td>
<td>228</td>
</tr>
</tbody>
</table>

**TNCG** = Total Number of Clone Genealogies created during evolution.

**PCBG** = Percentage of Clone Genealogies related to a Bug-fix.

![Graph of Fig. 2](image2)

**Fig. 2.** Comparison regarding the percentage of clone fragments that experienced bug-fixing changes.
**Answer to RQ 1.** From our investigations we can state that while Type 3 clones have a higher bug-proneness compared to the other two clone-types in general, the bug-proneness of Type 1 clones is the lowest for most of our subject systems. Our statistical significance test results indicate that Type 3 clones have a significantly higher bug-proneness compared to Type 1 clones.

In general, the total number of Type 3 clones in a software system is higher compared to the other two clone-types as is evident in Table IV (except Camellia, jEdit, and BRL-Cad). Also, our investigation results indicate that Type 3 clones have the highest possibility of introducing bugs. Finally, our findings imply that possibly Type 3 clones should be managed (i.e., refactored or tracked) with the highest priority.

A possible reason behind why Type 3 clones exhibit the highest bug-proneness is that these are gapped clones (i.e., there are some non-clone lines in the Type 3 clone fragments). Thus, copy-pasting and consistently changing a Type 3 clone fragment is not as straightforward as in the cases of Type 1 and Type 2 clones. Also, because of the gaps in the Type 3 clones, refactoring of such clones might sometimes be difficult, and it causes an increased number of Type 3 clones in the software systems (i.e., as can be seen from our experimental results). Because of the existence of the gaps, possibly tracking is the best suitable management technique for Type 3 clones.

**RQ 2:** Do the clone fragments from the same clone class co-change (i.e., change together) consistently during a bug-fix?

**Rationale.** From our answer to RQ 1 we understand that code clones of each clone-type have a tendency of experiencing bug-fixing changes, and Type 3 clones have the highest tendency. However, it is also important to know whether two or more clone fragments from the same clone class co-changed (i.e., changed together) consistently (i.e., the clone fragments were modified in the same way) during bug-fixes. Such clones are more important for clone management than those clones that did not experience consistent co-change during bug-fixes for the following reasons.

1. If more than one clone fragments from the same clone class are changed together consistently during a bug-fix, then it is an implication that those clone fragments contained the same bug and fixing of that bug required those clone fragments to be modified together consistently. Unification of these clone fragments (i.e., that co-changed consistently during bug-fixes) into a single one through refactoring can possibly help us fix future bugs or inconsistencies with reduced effort, because in that case the bug-fixing changes will require to be implemented in a single code fragment rather than implementing/propagating the same changes to multiple similar code fragments.

2. If only a single clone fragment from a particular clone class is modified for fixing a bug leaving the other fragments in that class as they are, then it is an implication that this particular clone fragment does not require to maintain consistency with the other clone fragments in its class, and it has a tendency of evolving independently. Such a fragment might not be regarded as a member of the class if it continues to evolve independently, and in that case it should not be considered for clone management.

For this research question we investigate whether clone fragments from the same clone class have a tendency of co-changing consistently during a bug-fix, and if so, how this tendency differs across the clone-types. The clone-type with a higher tendency should be given a higher priority when making clone management decisions.

**Methodology.** In a previous study [33] we showed that if two or more clone fragments from the same clone class experience a *similarity preserving co-change* (we define it in the next paragraph) in a particular commit operation, then it is an implication that they co-changed consistently (i.e., they were changed in the same way) in that commit. Considering this fact we answer this research question by automatically examining the bug-fix commits and determining whether two or more clone fragments from the same clone class experienced *similarity preserving co-changes* in these commits. If such clone fragments really exist, then these should be given higher priorities for management as we have just discussed.

**Similarity Preserving Co-change.** Let us consider that two code fragments $CF1$ and $CF2$ are clones of each other in revision $R$. A commit operation $C$ was applied on this revision and both of these two code fragments were changed (i.e., the clone fragments were co-changed) in this commit. If in revision $R+1$ (created because of the commit operation $C$) these two code fragments are again considered as clones of each other (i.e., if they preserve their similarity), then we say that $CF1$ and $CF2$ experienced a *similarity preserving co-change* in the commit operation $C$.

Considering each clone-type of each of the subject systems we determine which clone fragments experienced bug-fix commits and which of these clone fragments received similarity preserving co-changes in the bug-fix commits. Finally, we determine the percentage of clone fragments that received similarity preserving co-changes in the bug-fix commits with respect to all clone fragments related to bug-fix. Table V shows the total number of clones related to bug-fix and the percentage of bug-fix clones that experienced similarity preserving co-changes during bug-fix commits. We also show these percentages in Fig. 3 to do a visual comparison of the percentages regarding different clone-types.

From Fig. 3 we see that there are no vertical bars for Type 2 and Type 3 cases of Ctags, and also, for Type 2 case of Camellia. The reason is that the number of bug-fix clones that experienced similarity preserving co-changes is zero for each of these cases. This is also evident from Table V. From the overall percentages we see that bug-fix clones of Type 3 have the overall highest tendency of experiencing similarity preserving co-changes in the bug-fix commits. The tendency for Type 2 case is also very near to that of the Type 3 case. Bug-fix clones of Type 1 have the lowest tendency of experiencing similarity preserving co-changes during bug-fix.

We also manually analyzed the similarity preserving co-changes that occurred to the bug-fix clones of each clone-type of Freecol during the bug-fix commits to see whether the clone
TABLE V
PERCENTAGE OF BUG-FIX CLONES THAT EXPERIENCED SIMILARITY PRESERVING CO-CHANGE IN THE BUG-FIX COMMITS

<table>
<thead>
<tr>
<th>Systems</th>
<th>Type 1</th>
<th></th>
<th>Type 2</th>
<th></th>
<th>Type 3</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>CGBF</td>
<td>BFCS</td>
<td>CGBF</td>
<td>BFCS</td>
<td>CGBF</td>
<td>BFCS</td>
</tr>
<tr>
<td>Ctags</td>
<td>4</td>
<td>50%</td>
<td>4</td>
<td>0%</td>
<td>14</td>
<td>0%</td>
</tr>
<tr>
<td>Camellia</td>
<td>2</td>
<td>100%</td>
<td>0</td>
<td>0%</td>
<td>11</td>
<td>45.45%</td>
</tr>
<tr>
<td>BRL-Cad</td>
<td>3</td>
<td>66.67%</td>
<td>2</td>
<td>100%</td>
<td>10</td>
<td>60%</td>
</tr>
<tr>
<td>Freecol</td>
<td>14</td>
<td>57.14%</td>
<td>12</td>
<td>50%</td>
<td>107</td>
<td>51.4%</td>
</tr>
<tr>
<td>jEdit</td>
<td>73</td>
<td>8.21%</td>
<td>20</td>
<td>30%</td>
<td>184</td>
<td>24.45%</td>
</tr>
<tr>
<td>Carol</td>
<td>31</td>
<td>38.7%</td>
<td>32</td>
<td>50%</td>
<td>134</td>
<td>50.74%</td>
</tr>
<tr>
<td>Jabref</td>
<td>8</td>
<td>25%</td>
<td>14</td>
<td>28.57%</td>
<td>31</td>
<td>67.74%</td>
</tr>
</tbody>
</table>

CGBF = Number of Clone Genealogies related to a Bug-fix.
BFCS = Percentage of Bug-fix Clone genealogies that experienced similarity preserving co-change in bug-fix commits.

fragments were really modified consistently (i.e., whether the clone fragments were modified in the same way). According to our manual analysis in each case of similarity preserving co-change, the clone fragments were changed together consistently. Fig. 4 shows an example of similarity preserving co-change of two Type 3 clone fragments in the bug-fix commit operation applied to revision 1075 of Freecol. We show the instances of these two clone fragments in revisions 1075 and 1076 and highlight the changes that occurred to them. We see that the clone fragments changed together consistently (i.e., in the same way) in the bug-fix commit operation. The commit log as stated by the programmer is “Fixes a bug relating to giving units equipment while onboard a carrier in Europe”. We see that the bug-description is relevant to the context. Fig. 4 shows that both the clone fragments contained the same bug and were fixed in the same way. The example reveals the fact that unification of these two clone fragments into a single one could help us fix future bugs with reduced effort.

During our manual investigation of the bug-fixes that occurred to code clones, the categories of bug-fixes that appeared frequently are as follows: fixing the same semantically incorrect implementation in multiple clone fragments from the same class, addition of the same missing implementations in multiple clone fragments of the same class, and fixing the same GUI related error in multiple clone fragments.

**Answer to RQ 2.** Our investigation results show that clone fragments from the same clone class have a tendency of co-changing (i.e., changing together) consistently during the bug-fix commit operations. Considering all of the subject systems, bug-fix clones of Type 1 exhibit the lowest tendency. The tendencies regarding both Type 2 and Type 3 cases are higher compared to Type 1 case. According to our findings, we should possibly prioritize Type 3 and Type 2 clones over Type 1 clones when making refactoring or tracking decisions.

Through our investigation of this research question (RQ 2) we suggest to consider higher priorities for managing those clones that experienced similarity preserving co-changes during bug-fixes. Our findings are important for ranking clones for both refactoring and tracking. However, we require further investigations of the evolution histories of the bug-fix clones because of the following two issues.

**Issue 1.** The clone fragments that experienced similarity preserving co-changes in bug-fix commits might evolve independently afterwards. In that case we should possibly not consider these clone fragments important for management.

**Issue 2.** A clone fragment that was changed in a bug-fix commit without experiencing a similarity preserving co-change might co-evolve consistently with the other fragments in its class afterwards. In that case this clone fragments should be considered important for management.

In order to address these two issues, we need to investigate the entire evolution histories of the bug-fix clones to analyze whether they co-evolved with the other clone fragments in their respective clone classes following a similarity preserving change pattern which we called SPCP in our previous studies [33], [34]. We perform such an investigation in RQ 3.

**RQ 3:** What proportion of the clone fragments that experienced bug-fixing changes are SPCP clones?

**Rationale.** From our discussion at the end of RQ 2 we realize that it is important to analyze whether the clone fragments that experienced bug-fixes also have the tendencies of evolving following a similarity preserving change pattern called SPCP (defined in Section II). As the bug-fix clones have tendencies of experiencing similarity preserving co-changes (revealed from RQ 2), we suspect that they might have tendencies of following SPCP too. In other words, bug-fix clones might also be regarded as SPCP clones. In our previous studies [33], [34] we empirically showed that SPCP clones are important candidates for refactoring or tracking. The clone fragments that do not follow SPCP either evolve independently or are rarely changed during evolution. Thus, the non-SPCP clones should not be considered important for clone management.

To address the research question we investigate which of the bug-fix clones are also SPCP clones. Such clone fragments (i.e., the SPCP clones that experienced bug-fixes) should be given the highest priorities for management. In our previous studies [33], [34] we ranked the SPCP clones on the basis of their co-change tendencies. We did not consider the bug-proneness of the SPCP clones. We believe that bug-proneness should also be considered for ranking the SPCP clones. However, ranking of SPCP clones considering both bug-proneness and co-change tendencies is not our main focus in this research. We focus on investigating whether bug-fix
clones also have the possibility of following an SPCP, and if so, how this possibility differs across different clone-types.

A clone fragment that experienced a bug-fix (whether through a similarity preserving co-change or not) might not evolve following an SPCP afterwards (related to Issue 1 stated in RQ 2). In this case we understand that the particular clone fragment evolved independently and thus, is not important from the perspectives of clone management.

Methodology. Considering each clone-type of each of the subject systems we determine the SPCP clones using SPCP-Miner [30]. We also determine those clone fragments that experienced bug-fixes following the procedure described in Section III. Then we identify which of these bug-fix clones also appear in the list of SPCP clones. Finally, we determine the percentage of bug-fix clones that have also been selected as the SPCP clones. We determine the following four measures for each clone-type of each candidate system and show these measures in Table VI.

- Measure 1: The total number of bug-fix clones (The column CGBF in Table VI).
- Measure 2: The total number of SPCP clones (The column CGSPCP in Table VI).
- Measure 3: The total number of bug-fix clones which have also been selected as SPCP clones (The column CGBFSPCP in Table VI).
- Measure 4: The total number of bug-fix clones which have been selected as SPCP clones and are alive in the last revision (The column CGBFSPCPL in Table VI).

We determine and present this measure because while making refactoring or tracking decisions we are primarily concerned with those clone fragments that are alive in the last revision (i.e., the most recent revision) of the system.

It might be the case that only a single clone fragment from a clone class got changed in a bug-fix commit operation however, the clone fragment later co-evolved with the other clone fragments in its class by preserving similarity and thus, can be selected as an SPCP clone fragment (related to Issue 2 stated in RQ 2). Such examples are evident in Type 3 case of Ctags. From Table V we see that the bug-fix clone fragments (14 in total) of Type 3 case of Ctags did not experience similarity preserving co-changes. However, Table VI shows that some of these clone fragments (6 in total) evolved following SPCPs (similarity preserving change patterns). If we compare Table V and VI we can discover some other examples of such cases.

We also determine the following two percentages from the above four measures considering each clone-type of each of the candidate system.

1) The percentage of the bug-fix clones that are selected as SPCP clones. This percentage (Measure 3 * 100 / Measure 1) is shown in Fig 5.

2) The percentage of the bug-fix clones that have been selected as SPCP clones and are also present in the last revision with respect to all bug-fix clones. This percentage (Measure 4 * 100 / Measure 1) is shown in Fig. 6.

From Fig. 5 we see that for most of the subject systems except Ctags and Camellia, the percentages regarding Type 2 and Type 3 cases are higher compared to the percentage regarding Type 1 case. The overall percentages for the three clone-types also reflect this. From these overall percentages
we can see that the bug-fix clones of the Type 3 case have the highest possibility of evolving following an SPCP (Similarity Preserving Change Pattern). The possibility regarding the Type 1 case is the lowest among the three cases. Such an overall scenario can also be observed in Fig. 6.

**Answer to RQ 3.** From our investigations we can state that a considerable proportion of the clone fragments that experienced bug-fixing changes have a tendency of evolving by following a similarity preserving change pattern (SPCP) and thus, are the most important candidates for refactoring or tracking. We also observe that the bug-fix clones of the Type 3 case generally have the highest probability of following an SPCP. Thus, we again infer that Type 3 clones should be given the highest priority for management.

Our findings from Fig. 6 also imply that for most of the subject systems a considerable proportion of the bug-fix clones that evolve following a similarity preserving change pattern remain alive in the last revision (i.e., the most recent revision) of the subject systems. Such clones should be given the highest importance for management, because programmers are mostly concerned with the last revision of the code-base (i.e., the working copy). The findings from this research question and also, from the previous one are important for ranking clones considering their bug-proneness. In future, on the basis of these findings we would like to propose a clone ranking mechanism considering both the co-change tendencies and bug-proneness of code clones.

V. THREATS TO VALIDITY

We used the NiCad clone detector [5] for detecting clones. For different settings of NiCad, the statistics that we present in this paper might be different. Wang et al. [52] defined this problem as the confounding configuration choice problem and conducted an empirical study to ameliorate the effects of the problem. However, the settings that we have used for NiCad are considered standard [44] and with these settings NiCad can detect clones with high precision and recall [45], [46], [49]. Thus, we believe that our findings on the bug-proneness of code clones are of significant importance.

Our research involves the detection of bug-fix commits. The way we detect such commits is similar to the technique followed by Barbour et al. [3]. Such a technique proposed by Mocus and Votta [29] can sometimes select a non-bug-fix commit as a bug-fix commit mistakenly. However, Barbour et al. [3] showed that this probability is very low. According to their investigation, the technique has an accuracy of 87% in detecting bug-fix commits.

In our experiment we did not study enough subject systems to be able to generalize our findings regarding the comparative bug-proneness of clone-types. However, our candidate systems were of diverse variety in terms of application domains, sizes and revisions. Thus, we believe that our findings are important
from the perspectives of clone management and can help us in better ranking of code clones for refactoring and tracking.

VI. RELATED WORK

Bug-proneness of code clones has already been investigated by a number of studies. Li and Ernst [22] performed an empirical study on the bug-proneness of clones by investigating four software systems and developed a tool called CBCD on the basis of their findings. CBCD can detect clones of a given piece of buggy code. Li et al. [23] developed a tool called CP-Miner which is capable of detecting bugs related to inconsistencies in copy-paste activities. Steidl and Göde [48] investigated on finding instances of incompletely fixed bugs in near-miss code clones by investigating a broad range of features of such clones involving machine learning. Göde and Koschke [9] investigated the occurrences of unintentional inconsistencies to the code clones of three mature software systems and found that around 14.8% of all changes occurred to the code clones are unintentionally inconsistent. Chatterji et al. [4] performed a user study to investigate how clone information can help programmers localize bugs in software systems. Jiang et al. [13] performed a study on the context based inconsistencies related to clones. They developed an algorithm to mine such inconsistencies for the purpose of locating bugs. Using their algorithm they could detect previously unknown bugs from two open-source subject systems. Inoue et al. [12] developed a tool called ‘CloneInspector’ in order to identify bugs related to inconsistent changes to the identifiers in the clone fragments. They applied their tool on a mobile software system and found a number of instances of such bugs. Xie et al. [53] investigated fault-proneness of Type 3 clones in three open-source software systems. They investigated two evolutionary phenomena on clones: (1) mutation of the type of a clone fragment during evolution, and (2) migration of clone fragments across repositories and found that mutation of clone fragments to Type 2 or Type 3 clones is risky.

Rahman et al. [40] found that bug-proneness of cloned code is less than that of non-cloned code on the basis of their investigation on the evolution history of four subject systems using DECKARD [14] clone detector. However, they considered monthly snap-shots (i.e., revisions) of their systems and thus, they have the possibility of missing buggy commits. In our study, we consider all the snap-shots/revisions (i.e., without discarding any revisions) of a subject system as mentioned in Table II from the beginning one. Thus, we believe that we are not missing any bug-fix commits. Moreover, our goal in this study is different. We compare the bug-proneness of different types of code clones.

Selim et al. [47] used Cox hazard models in order to assess the impacts of cloned code on software defects. They found that defect-proneness of code clones is system dependent. However, they considered only method clones in their study. We consider block clones in our study. While they investigated only two subject systems, we consider seven diverse subject systems in our investigation. Also, we compare the bug-proneness of different types of clones. Selim et al. [47] did not perform a type centric analysis in their study.

A number of studies have also been done on the late propagation in clones and its relationships with bugs. Aversano et al. [1] investigated clone evolution in two subject systems and reported that late propagation in clones is directly related to bugs. Barbour et al. [2] investigated eight different patterns of late propagation considering Type 1 and Type 2 clones of three subject systems and identified those patterns that are likely to introduce bugs and inconsistencies to the code-base.

We see that different studies have investigated clone related bugs in different ways and have developed different bug detection tools. However, none of these studies make a comparison of the bug-proneness of different types of code clones. Comparing the bug-proneness of different clone-types is important from the perspectives of clone management. The clone-type with a higher bug-proneness can be given a higher priority when making clone management decisions. Focusing on this issue we make a comparison of the bug-proneness of the major types (Type 1, Type 2, Type 3) of clones from different perspectives and identify which types of clones have a higher bug-proneness and thus, should be given a higher priority for management. None of the existing studies made such a comparison. Our study also provides useful implications regarding ranking of code clones for refactoring and tracking.

VII. CONCLUSION

In this paper we present an empirical study on the comparative bug-proneness of different types of code clones. According to our investigation on the major types of code clones: Type 1 (Exact clones), Type 2 (Near-miss clones), and Type 3 (Near-miss clones) in thousands of revisions of seven diverse subject systems written in two different programming languages (C, and Java) we can state that:

1) Type 3 clones exhibit the highest bug-proneness among the three clone-types. The bug-proneness of Type 3 clones is significantly higher than that of Type 1 clones.

2) Also, Type 3 clones have the higher likeliness of co-changing (i.e., changing together) consistently during the bug-fixing changes.

3) Moreover, the bug-fix clones of Type 3 exhibit the highest tendencies of evolving following a similarity preserving change pattern (SPCP). The existing studies [33], [34] show that the SPCP clones (i.e., the clone fragments that evolve following a similarity preserving change pattern) are important for refactoring and tracking.

Our experimental results imply that Type 3 clones should be given the highest priority when making clone management decisions. Our findings regarding the consistent co-change of bug-prone clones and also, regarding their tendencies of following SPCP can be considered for ranking code clones for refactoring and tracking. We plan to investigate such a ranking as future work using our technologies from this research. We also plan to investigate classifying the bugs that occurred to the code clones.
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